The problem is not a lack of software reuse, but a lack of systematic reuse. Industry will achieve big payoffs only if this can be changed. This article assesses where reuse technology stands.

The notion of reusability has been around since humans began to solve problems. When we solve a problem, we try to apply the solution to similar new problems. If we find that only some elements of the solution apply, we adapt it to fit the new problem. Proven solutions, used over and over to solve the same type of problem, become accepted, generalized, and standardized.

Formal generic mathematical models are good examples of successful reuse because they can be applied to solve specific problems across several engineering fields or domains. The successful abstraction of a class of problems in the mathematical domain, its solution in that domain, and the ability to apply that solution to specific instances in other domains not only captures the essence of the reuse problem but shows the tremendous potential of reuse at high levels of abstraction.

However, reuse can also be effective at the artifact level, where elements can be standardized and generalized. Movable type is a classic example of successful artifact reuse.

In software engineering, generic algorithms are the equivalent of reusable high-level abstractions; subroutines, macros, functions, and objects are examples of reusable artifacts, or components.

The problem we face in software engineering is not a lack of reuse, but a lack of widespread, systematic reuse. Programmers have been reusing code, subroutines, and algorithms since programming was invented. They also know how to adapt and reverse-engineer systems. But they do all this informally.

The reuse research community is focusing on formalizing reuse because it recognizes that substantial quality and productivity payoffs will be achieved only if reuse is conducted systematically and formally. The history of reuse is characterized by this struggle to formalize in a setting where pragmatic problems are the norm and fast informal solutions usually take precedence.

REUSE HISTORY

Software reuse is the use of existing software components to construct new systems. Reuse applies not only to source-code fragments, but to all the intermediate work products generated during software development, including requirements documents, system specifications, design structures, and any information the developer needs to create software.

Dough McIlroy introduced the concept of formal software reuse in what has become the field's seminal paper. McIlroy noted the problem with off-the-shelf, standard source-code components and envisioned the construction of complex systems from small building blocks available through catalogs.

McIlroy's idea was key to the software factory concept. Systems Development Corp., which registered the term "software factory" as a trademark in 1974, established a well-defined set of procedures for a consistent and repeatable software process, but reuse was implicit at best. In SDC's software factory, programmers were expected to reuse whatever they could, from code segments to previous experience, but reuse was not defined in the process. The SDC experience was used as a basis for future software factories, especially in Japan, where formal reuse processes were later defined and integrated.

Also in the mid-1970s,
Robert Lanegan began a reuse project at the Raytheon Missile Division that is now considered the first case of formal reuse at the organization level.4

Interest in reuse spread through academia in the late 1970s. The best collection of reports from the several research projects initiated during this period is the proceedings of the First International Workshop on Reusability in Programming.5 This workshop is also notable for the consensus reached by attendees that reuse should be pursued at several levels of abstraction and that it involves several nontechnical issues of significant relevance.

In the 1980s, the creation of large-scale reuse programs contributed significantly to the field. The US Advanced Research Projects Agency’s Software Technology for Adaptable, Reliable Systems initiative,6 and many projects sponsored by the European Strategic Programme for Research in Information Technology, especially the Eureka Software Factory, demonstrate the commitment of several governments to promote software reuse. Industry is equally committed, as demonstrated by software factories in Japan (at Hitachi, Toshiba, NEC, Fujitsu, and NTT) and corporate programs in the US (at GTE, AT&T, IBM, and Hewlett-Packard).

Reuse work intensified significantly in the late 1980s. Several advances were made in library systems, classification techniques, the creation and distribution of reusable components, reuse support environments, and corporate reuse programs. In spite of this, a consistent complaint voiced at workshops and conferences was that reuse was not delivering on its promise to significantly increase productivity and quality.

In 1988, Vic Basili broadened the definition of reuse to include the "use of everything associated with a software project, including knowledge."8 This new perspective has opened doors to research in other disciplines and has contributed to the recognition that the reuse problem is ubiquitous.

Recent work has addressed nontechnical factors: management, economics, culture, and law. We now recognize that these nontechnical problems are as important, and maybe more difficult to solve, than technical problems. Today, our view of reuse attempts to integrate all these factors into the idea of institutionalized reuse.

**REUSE TAXONOMY**

As Table 1 shows, there are at least six perspectives, or facets, from which to view software reuse. The by-substance facet defines the essence of the items to be reused; by-scope defines the form and extent of reuse; by-mode defines how reuse is conducted; by-technique defines what approach is used to implement reuse; by-intention defines how elements will be reused; and by-product defines what work products are reused.

These conceptually independent facets are useful in assessing the state of research, art, and practice and in analyzing problems and issues. All the systems I mention are listed in the box on p. 64.

**Idea reuse.** This type of reuse involves reusing formal concepts, such as general solutions to a class of problems. It is best exemplified by generic algorithms, such as those developed by Donald Knuth.

The state of algorithm-development research, art, and practice is relatively mature. From the reuse perspective, however, we still must develop and distribute standard catalogs and complement basic catalog information with specific, detailed information on how to reuse the algorithms.

**Artifacts reuse.** This is where the focus has been: Software factories and corporate programs aimed at repeating Raytheon’s experience are examples. The Booch Ada Parts collection and the Generic Reusable Ada Components for Engineers are other good ex-
samples. Early experimentation with parts technology is attributed to the Common Ada Missile Package project, which began in the early 1980s. Today, object-oriented techniques hold the most promise for component reuse — environments like Eiffel and tools like Motif even have integrated object libraries.

Parts-reuse research is now concentrating on quality and reliability, which includes certification. Component adaptability also becomes an important issue. Domain-specific collections such as the emerging Computer Software Management and Information Center and the Central Archive for Reusable Defense Software promise to be the new trend in parts reuse.

Procedures reuse. This is one of the most intense research areas right now. Research into object-oriented and process-centered environments focuses on formalizing and encapsulating software-development procedures. The reuse community is looking into the possibility of creating collections of reusable processes that can be connected to instantiate new and more complex processes. Process reuse is one of the main tasks of the STARS initiative: The STARS Conceptual Framework for Reuse Processes describes a set of reusable processes that can be combined to implement customized reuse programs.

Procedures reuse also means reusing skills and knowhow. This area has received significant attention from the expert-systems community, but very little from the reuse community. Project managers tend to reuse skills informally when they reassign personnel, but no formal effort is made to capture and encapsulate knowledge. Domain-analysis researchers are beginning to explore how to reuse expert procedural knowledge. This area has tremendous potential, but it needs more research.

Vertical reuse. Vertical reuse is reuse within the same domain or application area. Its goal is to derive generic models for families of systems that can be used as templates for assembling new systems. The narrower the domain, the bigger the payoff.

The focus of research in vertical reuse has been on domain analysis and domain modeling. Both approaches are concerned with the identification and development of domain models. Several domain-analysis methods have been developed in the last three years. Examples include the Feature-Oriented Domain Analysis, Sandich, the Synthesis method, and, more recently, the Domain Analysis Guidelines. In addition, several object-oriented methods have been extended to cover domain analysis and modeling.

Although vertical reuse has been practiced informally in most software organizations, the definite trend is toward a more formal, systematic practice. Software factories, for the most part, are aimed at vertical reuse, and organizations with large long-lived projects, such as NASA and the US Department of Defense, are concentrating on vertical reuse. Specialized packages like Motif are examples of successful vertical reuse.

Horizontal reuse. The goal of horizontal reuse is the use of generic parts in different applications. Scientific subroutine libraries, the Unix tools, and the Booeh Ada Parts are good examples of horizontal reuse.

Although horizontal-reuse research has been concerned with the packaging and presentation of parts, its current focus is on developing broad-access libraries and library networks. Projects like the Asset Source for Software-Engineering Technology and the Center for Software Reuse Operations are examples of initiatives to develop such repositories. These projects are making significant progress in establishing cataloging and classification standards and interoperability and repository networking. As these initiatives develop, an industry based on software parts for both horizontal and vertical reuse will emerge.

Planned reuse. Planned reuse, the systematic and formal practice of reuse, guidelines and procedures for reuse have been defined, and metrics are being collected to assess reuse performance. It is the norm in software factories.

Planned reuse requires substantial up-front investment and commitment, yet it is difficult to predict the return on investment. Planned reuse requires a significant change in the current practice of software development and demands discipline and commitment from software practitioners.

The recent Reuse Adoption Guidebook, which prescribes a step-by-step process to establish a reuse program, is a good example of the state of the art in planned reuse.

Reuse maturity models are at the core of planned reuse, and several now exist. Maturity models define levels that organizations can progress through to achieve formal, systematic reuse. Current reuse maturity models are inspired by the Software Engineering Institute's Capability Maturity Model. The Software Productivity Consortium, for example, has developed a five-level reuse maturity model: Ad-hoc, repeatable, portable, architectural, and systematic.

One problem with planned reuse is the lack of economic models. Managers must know
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both of which use libraries based on knowledge-representation models like semantic nets.

The state of compositional-reuse research is exemplified by Genesis, a database-management-system generator. Genesis is based on a well-defined conceptual framework of DBMS building blocks that have standard interfaces, module semantics, and potential module interconnections. Genesis users use an open-ended library and a compiler tool to construct DBMSs. The focus of research is on extending and generalizing this approach, and domain analysis is seen as a key element.

**Generative reuse.** The concept of generative reuse — reuse at the specification level by means of application or code generators — offers the highest potential payoff. However, it is a difficult technology to scale up to industrial production. Systems like Refine and MetaTool demonstrate the potential of this approach and represent the state of the art.

Research in generative reuse has focused on how to formally represent domain-specific specification languages, software processes, and metamodifiers. Domain analysis is becoming an important element in deriving vocabularies, architectures, and grammars for specific domains. The trend is toward metamodifiers of domain-specific application generators, a goal that would make reuse a natural part of development.

The state of the practice is characterized by domain-specific application generators, many of which are available commercially. Perhaps the best known are Lex and YACC for Unix, which are themselves generators of lexical analyzers and parsers. The problem is focusing on extending these approaches to broader domains and to more powerful tools. The state of research is embodied by Drake, which uses domain analysis to generate a formal domain-specific grammar and a set of basic source-to-source transformations. The grammar and transformations are then used with parser generators, pretty-printers, and other generator tools to produce executable code from specifications. There is significant research interest in extending the Drake paradigm.

**Black-box reuse.** Black-box reuse is the reuse of software components without any modification. Typically, reusable components are packaged and their interactions defined by means of standard interfaces. Although this approach guarantees higher quality and reliability, it is more expensive to create reusable black boxes. Ada and, to some extent, object-oriented programming lend themselves to black-box reuse. The concepts of information hiding and inheritance are key to creating modular, independent components.

One important issue in black-box reuse is verification and certification — how to demonstrate that a component will perform flawlessly under all possible conditions. This problem has drawn significant research, especially formal specifications, which can be used to prove programs correct, and therefore reduce exhaustive testing.

Although black-box reuse has been heralded as the way to create truly reliable systems at low cost, the first collection of certified components has yet to appear. The STARS initiative and several other DoD programs are engaged in creating domain-specific certified components.

**White-box reuse.** White-box reuse, the reuse of components by modification and adaptation, is by far the most common approach, especially when reuse is ad-hoc. Most reuse programs, including software factories, use white-box reuse. As these programs evolve, reuse by adaptation becomes more formalized. C libraries and the Unix shell are examples of flexible components.

The trend in white-box reuse is toward parameterization and built-in adaptability and to expand reuse to higher level products like designs and specifications. Again, domain analysis plays a key role in identifying how families of systems vary. More research in domain analysis would improve white-box reuse.

**Reuse products.** The by-products facet in Table 1 is a partial but representative list of the kinds of software work products that can be reused.

- **Source code.** The state of the practice is to reuse code. Most reuse tools, environments, and methods are aimed at code reuse. As other aspects of reuse evolve, we will see less emphasis on code reuse. Eventually, code will be generated automatically from higher level representations. Developers will not have to deal with source code any more than they deal with assembly code now.

- **Designs.** Design reuse offers a higher payoff than code reuse, but it is still an emerging technique. Designs can be partially or indirectly reused through object-oriented methods, but systematic practice is still at the research stage. An example of research prototypes that support reuse at the design level is the Idea environment. Idea supports the reuse of abstract designs represented as design schemas. It uses software specifications to find matching designs from a library.

- **Specifications.** When a specification is made available for reuse, it is usually bundled with its respective implementations at the design and code levels. Specification reuse,
Software reuse has made significant progress in the last 25 years but it is still an elusive technology. Its concepts are simple, yet applying them systematically is a challenge. Three trends have recently emerged that may help us finally solve the reuse problem.

- Domain analysis and domain engineering. Domain analysis was introduced by Jim Neighbors in 1980 as the activity of "identifying objects and operations of a class of similar systems in a particular problem domain." Domain analysis is the key to systematic, formal, and effective reuse. It is through domain analysis that knowledge is transformed into generic specifications, designs, and architectures. Generic templates will be the basis for creating components that are easy to reuse. Several domain-analysis methods have been proposed in the last few years, and domain-analysis support tools are imminent.

- Process reuse. The recent interest in characterizing reuse with maturity models and adoption processes is a clear sign of progress toward making reuse a natural part of development. Reuse maturity models provide the necessary framework for the development of tools and methods. Adoption processes define methods and procedures for integrating reuse as standard development practice. Successful integration of reuse guidelines will definitely make a difference: Developers would be eager to adopt reuse, if only they knew how.

- Mega-technologies. Introduced by Barry Boehm and William Sherlis, mega-technologies are based on domain engineering. Its objective is to integrate current reuse technology, such as library tools, repositories, and techniques, into a systematic framework of industrialized reuse. It has the potential to establish a new development paradigm that is domain-specific, reuse-based, and process-driven. Although mega-technologies resemble the original ideas of McIlroy, the developments of the last 25 years may make it more realizable.

The near future will see significant progress in these areas and hopefully witness the institutionalization of reuse. Reuse, in the end, should come so naturally that we do not have to think about it.
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